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## Introduction

## Code Breakdown

#In this section, we introduce a dictionary. This method of storage mirrors that of the dictionary in Python.

position <- dict()  
position[1] <- 1  
position[2] <- 1  
position[3] <- 1  
position[4] <- 1  
  
spaces <- dict()  
locations <- c(prop$Properties)  
i <- 0  
while(i < 41){  
 spaces[i] <- locations[i]  
 i <- i + 1  
}

## Various Roll Dice Functions:

#All functions mimic rolling dice in a game of monopoly. roll\_dice() is used for regular dice movement; force\_doubles() and differing\_dice() were used for testing.   
  
roll\_dice <- function()  
{  
 dice <- sample(1:6, 2, replace = TRUE)  
 return(dice)  
}  
  
force\_doubles <- function()  
{  
 dice <- sample(1:1, 2, replace = TRUE)  
 return(dice)  
}

differing\_dice <- function()  
{  
 dice <- sample(1:6, 2, replace = TRUE)  
   
 while (dice[1] == dice[2])   
 {  
 dice <- sample(1:6, 2, replace = TRUE)  
 }  
   
 return(dice)  
}

## Basic Movement Function:

#The basic movement function takes an input of a player id and updates player position based on a roll to two six-sided dice. At this point in time, special movement, including rolling doubles, is not considered.  
  
#For clarity, the position of player i for i in {1, 2, 3, 4} is stored as position[i] <- return of basic\_movement(). (This will always be an integer between 1 and 12.)  
  
basic\_movement <- function(playerID)  
{  
 r <- sum(roll\_dice())  
 pl <- position[[playerID]] + r  
   
 if(pl >= 41)  
 {  
 pl <- pl - 40  
 }  
   
 print(paste0("Player", playerID, " rolls: ", r))  
 print(paste0("Player", playerID, " moves ", r, " spaces and lands on: ", spaces[[pl]]))  
 return(pl)  
}

## Heatmap with Simulation (Section 02):

deeds\_properties <- full\_join(frequency\_frame, deeds, by = "Properties")  
deeds\_properties$Color[is.na(deeds\_properties$Color)] <- "No Color"  
  
deeds\_properties$Properties <- factor(deeds\_properties$Properties, levels = deeds\_properties$Properties)  
  
ggplot(deeds\_properties, aes(Properties, value)) + geom\_col(aes(fill = Color)) + labs(title = "Space Frequency", x = "Space", y = "Frequency") + theme(axis.text.x = element\_text(angle = 90)) + scale\_fill\_manual(name = "Deed Colors", values = c("tan4", "blue", "forest green", "light blue", "magenta3", "grey78","chocolate1", "red2", "gold"))
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#Visualization: HeatMap  
frequency\_subset <- frequency\_frame %>% select(value)  
frequency\_data <- unname(unlist(frequency\_subset))  
#frequency\_data  
  
monopoly\_board\_matrix <- matrix(data = c(frequency\_data[21], frequency\_data[22], frequency\_data[23], frequency\_data[24], frequency\_data[25], frequency\_data[26], frequency\_data[27], frequency\_data[28], frequency\_data[29], frequency\_data[30], frequency\_data[31], frequency\_data[20],0,0,0,0,0,0,0,0,0, frequency\_data[32],   
frequency\_data[19],0,0,0,0,0,0,0,0,0, frequency\_data[33],   
frequency\_data[18],0,0,0,0,0,0,0,0,0, frequency\_data[34],  
frequency\_data[17],0,0,0,0,0,0,0,0,0, frequency\_data[35],   
frequency\_data[16],0,0,0,0,0,0,0,0,0, frequency\_data[36],   
frequency\_data[15],0,0,0,0,0,0,0,0,0, frequency\_data[37],  
frequency\_data[14],0,0,0,0,0,0,0,0,0, frequency\_data[38],   
frequency\_data[13],0,0,0,0,0,0,0,0,0, frequency\_data[39],   
frequency\_data[12],0,0,0,0,0,0,0,0,0, frequency\_data[40],  
frequency\_data[11], frequency\_data[10], frequency\_data[9], frequency\_data[8], frequency\_data[7], frequency\_data[6], frequency\_data[5], frequency\_data[4], frequency\_data[3], frequency\_data[2], frequency\_data[1]), nrow = 11, ncol = 11)  
heatmap <- heatmap(x=monopoly\_board\_matrix, Colv = NA, Rowv = NA, scale = "none")
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1. *Double Down* Improve your system to incorporate going to jail, including the doubles-rolling condition. Which properties are landed on most frequently now? Has this changed dramatically from the previous system (that didn’t account for jail)? Again, visualize this!

## In Jail/Exiting Jail:

#The In\_Out\_Jail() takes a player and, utilizing game rules and logical if/else statements, simulates a player entering and exiting jail. The statements are rather self-explanatory, but we would like to highlight the use of section3\_jail\_roll. This function allows us to move a player with starting location equal to Jail / Just Visiting = 11. (Implements the section3\_moving and section3\_moving\_doubles functions explained later.)  
  
section3\_In\_Out\_Jail <- function(player\_identifer, counter = 0)  
{  
 position[player\_identifer] <- 11  
   
 if(counter == 0)  
 {  
 print(paste0("Player", player\_identifer, " is now in jail."))  
 section3\_In\_Out\_Jail(player\_identifer, counter + 1)  
 }  
   
 else  
 {  
 hand <- Check\_Hand(player\_identifer)  
 card <- hand %>% select(Get.Out.of.Jail.Free)   
   
 if(is.na(card) == FALSE)  
 {  
 players[player\_identifer, ]$Get.Out.of.Jail.Free <- NA  
 print(paste0("Player", player\_identifer, " uses a 'Get Out of Jail Free Card.'"))  
 section3\_jail\_roll(player\_identifer)  
 }  
   
 else  
 {  
 funds <- hand %>% select(Bank)  
   
 if(funds >= 500)  
 {  
 players[player\_identifer, ]$Bank <- players[player\_identifer, ]$Bank - 50  
 print(paste0("Player", player\_identifer, " pays $50 to exit jail."))  
 section3\_jail\_roll(player\_identifer)  
 }  
   
 else  
 {  
 roll <- roll\_dice()  
   
 if(roll[1] == roll[2])  
 {   
 print(paste0("Player", player\_identifer, " rolls doubles to exit jail."))  
 section3\_jail\_roll(player\_identifer)  
 }  
   
 else  
 {  
 if(counter < 2)  
 {  
 print(paste0("Player", player\_identifer, " remains in jail."))  
 section3\_In\_Out\_Jail(player\_identifer, counter + 1)  
 }  
   
 else  
 {  
 funds <- hand %>% select(Bank)  
   
 if(funds >= 50)  
 {  
 funds[[1]] <- funds[[1]] - 50  
   
 print(paste0("Player", player\_identifer, " pays $50 to exit jail."))  
 section3\_jail\_roll(player\_identifer)  
 }  
   
 else  
 {  
 print(paste0("Player", player\_identifer, " is bankrupted."))  
 #remove player from player dataset?  
 }  
 }  
 }  
 }  
 }  
 }  
   
 #return(exit\_roll)  
 #invisible(players)  
}

## General Movement Functions:

#1) Moving (3) allows us to move a player from a starting position. We found that using this function alone creates an issue for movement, as the function does not “remember” the previous roll when moving twice consecutively as is the case when rolling doubles.

#2) Moving Doubles (3) is used when multiple dice rolls need to be considered. This stores player's last location and moves the player from their last known location.  
  
section3\_moving\_doubles <- function(playerID, spaces\_to\_move, player\_location)  
{  
 position[[playerID]] <- player\_location  
 position[[playerID]] <- position[[playerID]] + spaces\_to\_move  
 user\_place <- position[[playerID]]  
   
 #Restarts Count after Passing GO:  
 if(user\_place >= 41)  
 {  
 user\_place <- user\_place - 40  
 }  
   
 print(paste0("Player", playerID, " moves ", spaces\_to\_move, " spaces and lands on: ", spaces[[user\_place]]))  
 #position[playerID] <- user\_place  
 return(user\_place)  
}

## Movement from Jail:

#Used for exiting jail; see section3\_roll\_to\_move player for understanding of process.  
  
section3\_jail\_roll <- function(playerID, counter = 1, player\_position = 11, type\_of\_roll = roll\_dice())  
{  
 #position[[playerID]] <- player\_position  
 p <- player\_position  
   
 roll <- type\_of\_roll  
   
 if(roll[1] == roll[2])  
 {  
 if(counter == 3)  
 {  
 totalDice <- sum(roll)  
   
 print(paste0("Player", playerID, " rolls doubles for a third time!", " The sum of their roll is: ", totalDice))  
 print(paste0("Player", playerID, " returns to Jail for rolling too many doubles."))  
 section3\_In\_Out\_Jail(playerID) #(Go\_to\_Jail implemented in following section)  
 }  
   
 else  
 {  
 totalDice <- sum(roll)  
   
 if(counter == 1)  
 {  
 print(paste0("Player", playerID, " rolls doubles!", " The sum of their roll is: ", totalDice))  
 new\_position <- section3\_moving\_doubles(playerID, totalDice, 11)  
 player\_position <- new\_position  
 }  
   
 else  
 {  
 #print(roll)  
 print(paste0("Player", playerID, " rolls doubles again!", " The sum of their roll is: ", totalDice))  
 new\_position <- section3\_moving\_doubles(playerID, totalDice, p)  
 player\_position <- new\_position  
 }  
   
 section3\_jail\_roll(playerID, counter + 1, new\_position)  
 }  
 }  
   
 else  
 {  
 totalDice <- sum(roll)  
   
 if(counter == 1)  
 {  
 print(paste0("Player", playerID, " rolls: ", totalDice))  
 }  
   
 else  
 {  
 print(paste0("Player", playerID, " rolls again and rolls: ", totalDice))  
 }  
   
 section3\_moving\_doubles(playerID, totalDice, p)  
 }  
}

## Movement Around Gameboard:

#The following function rolls the dice for movement purposes; there are a couple parts worth noting:  
 #The roll\_to\_move\_player function uses four functions: section3\_roll\_dice, section3\_moving, section3\_moving\_doubles, and section3\_In\_Out\_Jail.  
 #There are several cases to consider, but they are all designed to account for the count of the doubles and player location after each movement.  
  
section3\_roll\_to\_move\_player <- function(playerID, counter = 0, player\_position = 1, type\_of\_roll = roll\_dice())  
{  
 p <- player\_position  
   
 roll <- type\_of\_roll  
   
 if(roll[1] == roll[2])  
 {  
   
 if(counter == 2)  
 {  
 totalDice <- sum(roll)  
   
 print(paste0("Player", playerID, " rolls doubles for a third time!", " The sum of their roll is: ", totalDice))  
 print(paste0("Player", playerID, " is sent to Jail for rolling too many doubles."))  
 section3\_In\_Out\_Jail(playerID)  
 }  
   
 else  
 {  
 totalDice <- sum(roll)  
   
 if(counter == 0)  
 {  
 print(paste0("Player", playerID, " rolls doubles!", " The sum of their roll is: ", totalDice))  
 new\_position <- section3\_moving(playerID, totalDice)  
 player\_position <- new\_position  
 }  
   
 else  
 {  
   
 print(paste0("Player", playerID, " rolls doubles again!", " The sum of their roll is: ", totalDice))  
 new\_position <- section3\_moving\_doubles(playerID, totalDice, p)  
 player\_position <- new\_position  
 }  
   
 section3\_roll\_to\_move\_player(playerID, counter + 1, new\_position)  
 }  
 }  
   
 else  
 {  
 totalDice <- sum(roll)  
   
 if(counter == 0)  
 {  
 print(paste0("Player", playerID, " rolls: ", totalDice))  
 section3\_moving(playerID, totalDice)  
 }  
   
 else  
 {  
 print(paste0("Player", playerID, " rolls again and rolls: ", totalDice))  
 section3\_moving\_doubles(playerID, totalDice, p)  
 }  
 }  
}

## Heatmap with Simulation (Section 03):

deeds\_properties <- full\_join(frequency\_frame, deeds, by = "Properties")  
deeds\_properties$Color[is.na(deeds\_properties$Color)] <- "No Color"  
  
deeds\_properties$Properties <- factor(deeds\_properties$Properties, levels = deeds\_properties$Properties)  
  
ggplot(deeds\_properties, aes(Properties, value)) + geom\_col(aes(fill = Color)) + labs(title = "Space Frequency", x = "Space", y = "Frequency") + theme(axis.text.x = element\_text(angle = 90)) + scale\_fill\_manual(name = "Deed Colors", values = c("tan4", "blue", "forest green", "light blue", "magenta3", "grey78","chocolate1", "red2", "gold"))
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#Visualization: HeatMap  
frequency\_subset <- frequency\_frame %>% select(value)  
frequency\_data <- unname(unlist(frequency\_subset))  
#frequency\_data  
  
monopoly\_board\_matrix <- matrix(data = c(frequency\_data[21], frequency\_data[22], frequency\_data[23], frequency\_data[24], frequency\_data[25], frequency\_data[26], frequency\_data[27], frequency\_data[28], frequency\_data[29], frequency\_data[30], frequency\_data[31], frequency\_data[20],0,0,0,0,0,0,0,0,0, frequency\_data[32],   
frequency\_data[19],0,0,0,0,0,0,0,0,0, frequency\_data[33],   
frequency\_data[18],0,0,0,0,0,0,0,0,0, frequency\_data[34],  
frequency\_data[17],0,0,0,0,0,0,0,0,0, frequency\_data[35],   
frequency\_data[16],0,0,0,0,0,0,0,0,0, frequency\_data[36],   
frequency\_data[15],0,0,0,0,0,0,0,0,0, frequency\_data[37],  
frequency\_data[14],0,0,0,0,0,0,0,0,0, frequency\_data[38],   
frequency\_data[13],0,0,0,0,0,0,0,0,0, frequency\_data[39],   
frequency\_data[12],0,0,0,0,0,0,0,0,0, frequency\_data[40],  
frequency\_data[11], frequency\_data[10], frequency\_data[9], frequency\_data[8], frequency\_data[7], frequency\_data[6], frequency\_data[5], frequency\_data[4], frequency\_data[3], frequency\_data[2], frequency\_data[1]), nrow = 11, ncol = 11)  
heatmap <- heatmap(x=monopoly\_board\_matrix, Colv = NA, Rowv = NA, scale = "none")
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1. *Take a Chance* Incorporate the movement cards into your system. You can ignore the effects of non-movement cards, but not their existence! Which properties are landed on most frequently now? Has this changed dramatically from the previous system (that didn’t account for Chance)? Again, visualize this!

## Action Card Movement:

#Helper Functions for chance\_or\_community\_chest() that performs the more challenging movement actions that appear on chance and community chest cards.  
  
#a) Distance Functions:  
  
maxnegative <- function(x)  
{  
 min(x)  
}  
  
minpositive <- function(x)  
{  
 min(x[x > 0])  
}  
  
#b) Movement Based on Action Card Description:   
  
action\_card\_movement <- function(playerID, player\_location, card\_text)  
{  
 rail\_or\_util\_spaces <- c()  
   
 if(card\_text == "Nearest Railroad")  
 {  
 rail\_or\_util\_spaces <- c(6, 16, 26, 36)  
 }  
   
 if(card\_text == "Nearest Utility")  
 {  
 rail\_or\_util\_spaces <- c(13, 29)  
 }  
   
 if(card\_text == "-3")  
 {  
 minus\_3 <- player\_location - 3  
   
 if(minus\_3 <= 0)  
 {  
 minus\_3 <- minus\_3 + 40  
 }  
   
 print(paste0("Player", playerID, " moves back 3 spaces and lands on ", spaces[[minus\_3]]))  
   
 return(minus\_3)  
 }  
   
 if(card\_text == "Jail / Just Visiting")  
 {  
 location\_after\_exiting\_jail <- In\_Out\_Jail(playerID)  
 return(location\_after\_exiting\_jail)  
 }  
   
 if((card\_text != "Nearest Utility") && (card\_text != "Nearest Railroad") && (card\_text != "-3") && (card\_text != "Jail / Just Visiting"))  
 {  
 print("You shouldn't be in here!")  
 return(player\_location)  
 }  
   
 #player\_position <- position[[playerID]]  
   
 difference <- rail\_or\_util\_spaces - player\_location  
   
 if (all(difference < 0))  
 {  
 #print("All values are negatives!")  
 distance <- maxnegative(difference)  
 }  
   
 else  
 {  
 distance <- minpositive(difference)  
 }  
   
 #print(distance)  
   
 nearest <- distance + player\_location  
   
 print(paste0("Player", playerID, " moves to ", spaces[[nearest]]))  
  
 return(nearest)  
}

## Landing on Chance:

#chance\_or\_community\_chest() prints the text of a chance and community chest card and performs the action when it is movement related.  
  
chance\_or\_community\_chest <- function(playerID, player\_position)  
{  
 chance\_locations <- which(spaces %in% "Chance")  
 community\_chest\_locations <- which(spaces %in% "Community Chest")  
   
 problem\_cards <- c("Nearest Utility", "Nearest Railroad", "-3", "Jail / Just Visiting")  
   
 if(player\_position %in% chance\_locations)  
 {  
 chance\_cards <- action\_cards %>% filter(Card.Type %in% "Chance")  
 rand\_num <- sample(1:15, 1, replace = TRUE)  
 specific\_action <- chance\_cards[rand\_num,]  
 print(paste0("Player", playerID, " lands on Chance and draws a Chance card."))  
 print(paste0("Their card reads: ", specific\_action$Objective))  
 location <- player\_position  
   
 if(specific\_action$Places != "")  
 {  
 if(specific\_action$Places %in% problem\_cards)  
 {  
 #print(specific\_action$Places)  
 location <- action\_card\_movement(1, player\_position, specific\_action$Places)  
 }  
   
 else  
 {  
 #print(specific\_action$Places)  
 location <- which(spaces %in% specific\_action$Places)  
 }  
 }  
 }  
   
 if(player\_position %in% community\_chest\_locations)  
 {  
 community\_cards <- action\_cards %>% filter(Card.Type %in% "Community")  
 rand\_num <- sample(1:16, 1, replace = TRUE)  
 specific\_action <- community\_cards[rand\_num,]  
 print(paste0("Player", playerID, " lands on Community Chest and draws a Community Chest card."))  
 print(paste0("Their card reads: ", specific\_action$Objective))  
 location <- player\_position  
   
 if(specific\_action$Places != "")  
 {  
 if(specific\_action$Places %in% problem\_cards)  
 {  
 #print(specific\_action$Places)  
 location <- action\_card\_movement(1, player\_position, specific\_action$Places)  
 }  
   
 else  
 {  
 #print(specific\_action$Places)  
 location <- which(spaces %in% specific\_action$Places)  
 }  
 }  
 }  
   
 if((player\_position %in% chance\_locations) == FALSE && (player\_position %in% community\_chest\_locations) == FALSE)  
 {  
 location <- player\_position  
 }  
   
 return(location)  
}

## Functions Implemented Behind the Scenes (Updated to Include Action Cards):

1. **In Jail/Exiting Jail:**
2. **Movement From Jail:**
3. **General Movement:**
4. **Movement Around Gameboard:**

## Heatmap with Simulation 4.1:

deeds\_properties <- full\_join(frequency\_frame, deeds, by = "Properties")  
deeds\_properties$Color[is.na(deeds\_properties$Color)] <- "No Color"  
  
deeds\_properties$Properties <- factor(deeds\_properties$Properties, levels = deeds\_properties$Properties)  
  
ggplot(deeds\_properties, aes(Properties, value)) + geom\_col(aes(fill = Color)) + labs(title = "Space Frequency", x = "Space", y = "Frequency") + theme(axis.text.x = element\_text(angle = 90)) + scale\_fill\_manual(name = "Deed Colors", values = c("tan4", "blue", "forest green", "light blue", "magenta3", "grey78","chocolate1", "red2", "gold"))
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#Visualization: HeatMap  
frequency\_subset <- frequency\_frame %>% select(value)  
frequency\_data <- unname(unlist(frequency\_subset))  
#frequency\_data  
  
monopoly\_board\_matrix <- matrix(data = c(frequency\_data[21], frequency\_data[22], frequency\_data[23], frequency\_data[24], frequency\_data[25], frequency\_data[26], frequency\_data[27], frequency\_data[28], frequency\_data[29], frequency\_data[30], frequency\_data[31], frequency\_data[20],0,0,0,0,0,0,0,0,0, frequency\_data[32],   
frequency\_data[19],0,0,0,0,0,0,0,0,0, frequency\_data[33],   
frequency\_data[18],0,0,0,0,0,0,0,0,0, frequency\_data[34],  
frequency\_data[17],0,0,0,0,0,0,0,0,0, frequency\_data[35],   
frequency\_data[16],0,0,0,0,0,0,0,0,0, frequency\_data[36],   
frequency\_data[15],0,0,0,0,0,0,0,0,0, frequency\_data[37],  
frequency\_data[14],0,0,0,0,0,0,0,0,0, frequency\_data[38],   
frequency\_data[13],0,0,0,0,0,0,0,0,0, frequency\_data[39],   
frequency\_data[12],0,0,0,0,0,0,0,0,0, frequency\_data[40],  
frequency\_data[11], frequency\_data[10], frequency\_data[9], frequency\_data[8], frequency\_data[7], frequency\_data[6], frequency\_data[5], frequency\_data[4], frequency\_data[3], frequency\_data[2], frequency\_data[1]), nrow = 11, ncol = 11)  
heatmap <- heatmap(x=monopoly\_board\_matrix, Colv = NA, Rowv = NA, scale = "none")

![](data:image/png;base64,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)

## Cost Benefit Analysis:

#The following code takes the frequency\_frames created in the Heatmap with Simulations and creates a third column of the data that gives the percentage of the time a space is hit. We then remove all non-property spaces and evaluate the following code: (Profitability.Index = (Avg.Percent \* (Hotel - 5\*Cost.of.Houses.Hotels - List.Price))) to determine the most profitable property group.  
  
properties\_we\_want <- deeds %>% select(Properties)  
properties\_we\_want <- unname(unlist(properties\_we\_want))  
  
frequency\_frame1 <- frequency\_frame1 %>% mutate(percent.hit = value / times)  
frequency\_frame2 <- frequency\_frame2 %>% mutate(percent.hit = value / times)  
  
average\_frequency <- full\_join(frequency\_frame1, frequency\_frame2, by = "name") %>% mutate(Avg.Percent = ((percent.hit.x + percent.hit.y) / 2)) %>% select(name, Avg.Percent)  
average\_frequency\_properties <- average\_frequency %>% filter(name %in% properties\_we\_want)  
  
  
  
cost\_benefit\_df <- deeds %>% select(Color, List.Price, Hotel, Cost.of.Houses.Hotels)  
  
combined\_cost\_benefit\_df <- cbind.data.frame(average\_frequency\_properties, cost\_benefit\_df)  
combined\_cost\_benefit\_df <- combined\_cost\_benefit\_df %>% mutate(Profitability.Index = (Avg.Percent \* (Hotel - 5\*Cost.of.Houses.Hotels - List.Price))) %>% select(-c(Cost.of.Houses.Hotels, List.Price))  
  
  
most\_profitable\_property\_groups <- combined\_cost\_benefit\_df %>% select(Color, Profitability.Index)  
most\_profitable\_property\_groups <- aggregate(most\_profitable\_property\_groups$Profitability.Index, list(most\_profitable\_property\_groups$Color), mean) %>% rename(Color = Group.1, Profitability.Index = x) %>% arrange(by = desc(Profitability.Index))  
  
most\_profitable\_property\_groups

## Color Profitability.Index  
## 1 Dark Blue 8.3000000  
## 2 Orange 7.3133333  
## 3 Light Blue 5.0366667  
## 4 Magenta 3.8022222  
## 5 Yellow 3.7911111  
## 6 Red 2.2177778  
## 7 Brown 0.8533333  
## 8 Green 0.3827778

## Analysis

## Conclusion